**MongoDB com mongoose no node**

1. Iremos fazer um sistema para agendamento em um calendário.
2. O núcleo do sistema será composta pela biblioteca Calendar.

**INICIANDO O PROJETO E INSTALANDO AS DEPENDÊNCIAS**

1. npm init -y
2. npm install express –save
3. npm install ejs –save
4. npm install body-parser –save
5. npm install mongoose –save
6. npm install nodemon --save

**SETUP PADRÃO NO INDEX.JS**

1. Na pasta do projeto crie as pastas view e public.
2. Na pasta do projeto crie o arquivo index.js
3. Faça as configurações abaixo
4. //importando o express
5. *const* express = require('express');
6. //importando o body-parser para formulário e json
7. *const* bodyParser = require('body-parser');
8. //importando o mongoose para utilizar o banco de dados mongodb
9. *const* mongoose = require('mongoose');
10. //criando a instancia do express em um app
11. *const* app = express();
12. //configurando o uso de arquivos estáticos para a página do calendar utilizar
13. //o css e o javascript
14. app.use(express.static('public'));
15. //configurano o app pra utilizar o express em formulários e o json
16. app.use(express.urlencoded({extended: false} ));
17. app.use(express.json());
18. //configurando o framework da view engine
19. app.set('view-engine','ejs');
20. //configurando a conexao padrao do mongodb
21. mongoose.connect("mongodb://localhost:27017/agendamento",{useNewUrlParser: true, useUnifiedTopology: true});
22. //rota principal
23. app.get('/',(*req*, *res*)*=>*{
24. *res*.send("Olá!");
25. })
26. //iniciando o servidor
27. app.listen(8080,()*=>*{
28. console.log("Servidor rodando");
29. })

**CRIANDO O BANCO DE DADOS NO MONGODB**

1. Vamos criar o banco de dados chamado agendamento
2. Abra o cmd, digite mongo
3. Digite : use agendamento.

**INSTALANDO O FULLCALLENDAR NO PROJETO**

1. Vá na página <http://fullcalendar.io>
2. Entre em Get Started
3. Vá em Pre-built Bundles
4. Clique “Initialize with Script Tags”
5. Clique dowload: “fullcalendar-5.10.1.zip”
6. Após baixar copie todo conteúdo da pasta lib para dentro da pasta public do projeto.

**CRIANDO A VIEW DE CRIAÇÃO DE CONSULTAS**

1. Na pasta view crie o arquivo create.ejs
2. Configure a estrutura básica do html:5
3. <!DOCTYPE html>
4. <html lang="en">
5. <head>
6. <meta charset="UTF-8">
7. <meta http-equiv="X-UA-Compatible" content="IE=edge">
8. <meta name="viewport" content="width=device-width, initial-scale=1.0">
9. <title>Cadastro</title>
10. </head>
11. <body>
13. </body>
14. </html>
15. Vamos colocar o bootstrap na página através do cdn, copie para o head o link do cdn do bootstrap.
16. Copie também os links do pooper e jquery e cole abaixo do body.
17. <!DOCTYPE html>
18. <html lang="en">
19. <head>
20. <meta charset="UTF-8">
21. <meta http-equiv="X-UA-Compatible" content="IE=edge">
22. <meta name="viewport" content="width=device-width, initial-scale=1.0">
23. <title>Cadastro</title>
24. <link rel="stylesheet" href="https://stackpath.bootstrapcdn.com/bootstrap/4.3.1/css/bootstrap.min.css" integrity="sha384-ggOyR0iXCbMQv3Xipma34MD+dH/1fQ784/j6cY/iJTQUOhcWr7x9JvoRxT2MZw1T" crossorigin="anonymous">
26. </head>
27. <body>
29. </body>
30. <script src="https://code.jquery.com/jquery-3.6.0.slim.min.js" integrity="sha256-u7e5khyithlIdTpu22PHhENmPcRdFiHRjhAuHcs05RI=" crossorigin="anonymous"></script>
31. <script src="https://cdn.jsdelivr.net/npm/bootstrap@5.1.3/dist/js/bootstrap.bundle.min.js" integrity="sha384-ka7Sk0Gln4gmtz2MlQnikT1wXgYsOg+OMhuP+IlRH9sENBO0LRn5q+8nbTov4+1p" crossorigin="anonymous"></script>
32. <script src="https://cdnjs.cloudflare.com/ajax/libs/jquery.maskedinput/1.4.1/jquery.maskedinput.min.js" type="text/javascript"></script>
34. </html>

**CRIANDO FORMULÁRIO DE CADASTRO**

1. <body>
2. <h1 class="content">Cadastro de consulta</h1>
3. <hr>
4. <form class="form">
5. <input type="text" name="name" id="name" placeholder="Nome do paciente" class="form-control">
6. <input type="text" name="email" id="email" placeholder="email@email.com" class="form-control">
7. <input type="text" name="cpf" id="cpf" placeholder="CPF" class="form-control">
8. <input type="text" name="description" id="description" placeholder="Descrição" class="form-control">
9. <input type="date" name="date" id="date" class="form-control" placeholder="01/01/2012">
10. <input type="time" name="time" id="time" class="form-control">
11. <button class="btn btn-success btn-block">Agendar</button>
12. </form>

**CRIANDO MÁSCARAS PARA CAMPOS DE FORMULÁRIOS**

1. Iremos utilizar um plugin jquery-mask-plugin, entre no endereço <https://igorescobar.github.io/jQuery-Mask-Plugin/docs.html>.
2. Clique em download now. E iremos baixar um zip.
3. Na pasta dist vamos copiar somente o arquivo jquery.mask.min e colar na pasta public do projeto.
4. Na view onde a mascara será utilizada devemos criar um script importando o jquery-mask.
5. Crie outra tag script e dentro dela vamos configurar as mácaras conforme modelos do endereço citado acima.
6. Crie um script também para importar as máscaras de input do jquery.
7. <!--Inicio Script para utilizar máscaras no formulário-->
9. <script scr="../public/jquery.mask.min.js"></script>
10. <script>
11. $(document).ready(*function*(*$*){
12. *$*('.cpf').mask('999.999.999-99');
13. });
14. </script>
15. <!--Fim Script para utilizar máscaras no formulário    , {reverse: true}); -->

**CRIANDO O MODEL DE CONSULTA MÉDICA**

1. Crie a pasta models e um arquivo chamado Appointment.js.
2. Neste arquivo importe o moongose e crie o sckema para o model.
3. *const* mongoose = require('mongoose');
4. *const* appointment = new mongoose.Schema({
5. name: *String*,
6. email: *String*,
7. cpf: *String*,
8. description: *String*,
9. date: *Date*,
10. time: *String*,
11. finished: *Boolean*
12. });
13. module.exports = appointment;

**CRIANDO O SERVIÇE**

1. Iremos utilizar a arquitetura de services.
2. Vamos criar a pasta services e um arquivo chamado AppointmentService.js
3. Esse novo arquivo será uma classe com métodos.
4. Crie uma variável importando o schema Appointment.
5. Crie a variável mongoose que irá receber o ‘mongoose’.
6. *var* appointment = require('../models/Appointment');
7. *var* mongoose = require('mongoose');
8. crie o model AppModel, onde passamos o nome da tabela que será criada e o schema
9. *const* AppoModel = mongoose.model("Appointment",appointment);
10. crie a classe AppointmentService com um método assíncrono ‘create’ que irá receber todos os campos do formulário.
11. Dentro deste método crie uma variável newAppo que irá receber o model criado AppModel. Passamos todos os valores dos inputs como parâmetros para o AppModel.
12. Chame o método save do ‘model’ newApp.
13. Como o método é assíncrono, vamos chamar este método com o await.

**METODO CREATE**

1. *class* AppointmentService{
2. async create(*name*, *email*, *description*, *cpf*, *date*, *time*){
3. *var* newAppo = new AppoModel({
4. name: *name*;
5. email: *email*,
6. description: *description*,
7. cpf: *cpf*,
8. date: *date*,
9. time: *time*,
10. finished: false
11. });
12. try {
13. await newAppo.save();
14. return true;
15. } catch (error) {
16. console.log(error);
17. return false;
18. }
19. }
20. }
21. *module*.*exports* = new AppointmentService();
22. c
23. vamos importar para o index.js o service que criamos.
24. No arquivo index.js digite
25. //importando o service de consulta medica
26. *const* appointmentService = require('./services/AppointmentService');
27. Vamos criar uma rota para que quando o usuário clicar no botão do formulário os dados sejam salvos no banco de dados.
28. //rota para pegar os dados do formulário e realizar o cadastro no
29. //banco de dados
30. app.post('/create', async (*req*,*res*)*=>*{
32. //fazendo um destruct e capturando as informações passadas via post
33. *var* {name, email, cpf, description, date, time} = *req*.body;

36. *var* status =   await appointmentService.Create(
37. name,
38. email,
39. cpf,
40. description,
41. date,
42. time
43. );
44. if(status){
45. //volta para página inicial
46. *res*.redirect('/');
47. }else{
48. *res*.send("Ocorreu uma falha!");
49. }
50. })
51. c
52. após isso vamos na página de cadastro create.ejs
53. vamos adicionar o method no formulário e o action.
54. <form method="post" action="create">
55. Rode o servidor entre na página de cadastro e faça um registro, se tudo ocorrer bem, o usuário será direcionado para a página principal .
56. Para verificar se o registro foi salvo no banco de dados entre no cmd digite:
57. Mongo e irá abrir a página de configuração do mongo
58. Show dbs irá abrir os bancos de dados salvos
59. Use agendamento irá abrir o banco de dados que foi criado
60. Show collections irá mostrar a tabela appointments
61. db.appointments.find() irá mostrar todos os registros salvos no banco de dados.
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**SETUP DO FULL CALLENDAR**

1. Vamos criar a página inicial do sistema chamada index.ejs, onde terá o calendário com os apontamentos.
2. Neste arquivo iremos importar os formatos que foram carregados junto da biblioteca do fullcallendar.
3. Vamos criar uma div com um id chamado calendar onde o calendário será exibido.
4. No final da página vamos criar um script neste script vamos criar uma variável chamada elemento que irá receber a div de id calendar.
5. Vamos criar uma variável chamada calendar que receberá uma nova instancia de FullCalendar,
6. Esta instância possui um método chamado Calendar onde passamos como parâmetro a div element e um json com os parâmetros do callendar que neste caso é o formato da view, o idioma e o evento ‘getCalendar’
7. No final nós renderizamos o calendar para exibir o calendário na página.
8. <!DOCTYPE html>
9. <html lang="en">
10. <head>
11. <meta charset="UTF-8">
12. <meta http-equiv="X-UA-Compatible" content="IE=edge">
13. <meta name="viewport" content="width=device-width, initial-scale=1.0">
14. <title>Sistema de Agendamentos</title>
15. <link rel="stylesheet" href="/fullcallendar/main.css">
16. <script src="/fullcallendar/main.js"></script>
17. </head>
18. <body>
19. <div id="calendar"></div>
20. </body>
21. <script>
22. *var* element = document.getElementById('calendar');
23. *var* calendar = new FullCalendar.Calendar(element, {
24. initialView: 'dayGridMonth',
25. locale: 'pt-br',
26. events: 'getcalendar'
27. });
28. calendar.render();
29. </script>
30. </html>
31. Após isso vamos na rota principal do arquivo index.js e alteramos para que seja renderizada a página index.ejs.
32. //rota principal
33. app.get('/',(*req*, *res*)*=>*{
34. //res.send("Olá!");
35. *res*.render('index');
36. });
37. Feito isso basta entrar na rota principal e o calendário será exibido
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**METODO GetAll**

1. No servisse AppointmentService.js, vamos criar um método para exibir todos os registros do model AppModel.
2. Este método irá receber como parâmetro uma variável informando se a consulta irá mostrar todos os registros ou somente os registros que ainda não foram finalizados.
3. O método fará a consulta ao model retornando todos os registros caso o parâmetro seja true.
4. Caso o parâmetro seja false iremos criar uma variável appos que irá receber os resultado da busca de todos os registros do tipo false porém temos que melhorar o formato dos registros para visualização no calendário.
5. Vamos criar um array chamado appointments
6. Vamos realizar um forEach em appos e para cada registro encontrado nos iremos verificar se a data do registro foi definida, neste caso iremos adicionar este registro no array, porém vamos utilizar o método Build do factory AppointmentFactory que irá tratar as informações e salvar no array no formato adequado e no fim vamos retornar o array.
7. //listar todas as consultas recendo um booleano
8. async GetAll(*showFinished*){
9. //mostrando todas as consultas
10. if(*showFinished*){
11. return await AppoModel.find();
12. }else{
13. //mostrando as consultas que ainda não foram finalizadas.
14. //a variavel apps irá receber todos os registros que ainda
15. //não foram finalizados.
16. *var* appos = await AppoModel.find({'finished': false});
17. //array que receberá os registros com o formato ideal para
18. //mostrar no calendario.
19. *var* appointments = [];
20. //faremos um laço em cada registro
21. //e iremos adicionar
22. appos.forEach(*appointment* *=>* {
24. if(*appointment*.date != undefined){
25. appointments.push(AppointmentFactory.Build(*appointment*));
26. }
27. })
28. return appointments;
29. }
30. }
31. Finalizado o método GetAll, vamos no arquivo index.js e vamos criar uma rota para exibir todos os registros.
32. //rota para exibir todos os registros inclusive as consultas já finalizadas
33. app.get('/getcalendar',async (*req*,*res*)*=>*{
35. *var* appointments = await AppointmentService.GetAll(false);
36. *res*.json(appointments);
37. })
38. **Padrão de projeto Factory**
39. Precisamos alterar a data que será mostrada no fullcallendar, pois precisamos do dia e hora tudo junto. .
40. Crie uma pasta chamada factories e um arquivo chamado AppointmentFactory.js
41. Neste arquivo vamos criar uma classe chamada AppointmentFactory com um método chamado Build que irá receber uma consulta simples e irá retornar um json com alguns campos pré-determinados.
42. *class* AppointmentFactory{
43. Build(*simpleAppointment*){
44. //vamos juntar a hora e a data para isso vamos pegar partes da
45. //data e vamos juntálos
46. *var* day = *simpleAppointment*.date.getDate();
47. *var* month = *simpleAppointment*.date.getMonth();
48. *var* year = *simpleAppointment*.date.getFullYear();
50. //pegando a hora para isso vamos ter que fazer um split
51. //nos dois pontos sabendo que o primeiro elemento do
52. //array  são as horas e o segundo são os minutos;
53. //precisamos converter as informações de horário para número
54. *var* hour = *Number*.parseInt(*simpleAppointment*.time.split(":")[0]);
55. *var* minutes = *Number*.parseInt(*simpleAppointment*.time.split(':')[1]);
56. //criando a variavel de início da consulta, juntamos todas as
57. //variáveis incluindo os segundos e milisengundos que serão zero
58. *var* startDate = new *Date*(year, month, day, hour, minutes, 0, 0);
59. //alterando a hora para desconsider as 3 horas à mais da UTC
60. startDate.setHours(startDate.getHours() + 6  );
62. //criando um json com os novos campos para exibir no calendario
63. *var* appo = {
64. id: *simpleAppointment*. \_id,
65. title: *simpleAppointment*.name + " - "+ *simpleAppointment*.description,
66. start: startDate,
67. end: startDate
68. }
69. return appo;
70. }
71. }
72. *module*.*exports* = new AppointmentFactory();

**DETECÇÃO DE CLIQUE NO FULLCALENDAR**

1. No script da página index.ejs vamos alterar a variável calendar, incluindo o evento click com uma função que irá receber um parâmetro chamado info que é um objeto passado pelo event ‘getcalendar’.
2. Vamos utilizar o window.location.href para enviar o usuário para uma rota /event/:id com os dados do registro passado pelo info.id.
3. *var* element = document.getElementById('calendar');
4. *var* calendar = new FullCalendar.Calendar(element, {
5. initialView: 'dayGridMonth',
6. locale: 'pt-br',
7. events: 'getcalendar',
8. eventClick: *function*(*info*){
9. window.location.href = '/event/'+*info*.event.id;
10. }
11. });
12. calendar.render();
13. No arquivo index.js Vamos criar a rota para carregar a página do id passado pelo eventClick.
14. //rota para carregar um registro em uma página paa edição.
15. app.get('/event/:id', (*req*, *res*)*=>*{
16. *res*.json({id: *req*.params.id});
17. });

**CRIANDO MÉTODO GETBYID**

1. No arquivo servisse AppointmentService vamos criar um método para localizar um registro no mongo pelo id que foi passado via requisição no evento click da página do calendário.
2. async GetById(*id*){
3. try {
4. *var* event = await AppoModel.findOne({'\_id': *id*});
5. return event;
6. } catch (err) {
7. console.log(err);
8. }
10. }
11. No arquivo index.js na rota app.get(“event/:id) vamos criar uma variável appointment que irá receber o resultado do método GetById
12. Vamos renderizar a pagina event.ejs e vamos passar a variável appointment como um json.
13. //rota para carregar um registro em uma página paa edição.
14. app.get('/event/:id', async(*req*, *res*)*=>*{
15. /\*testando
16. console.log(await AppointmentService.GetById(req.params.id));
17. res.json({id: req.params.id});
18. \*/
19. *var* appointment = await AppointmentService.GetById(*req*.params.id);
20. *res*.render('event',{appo: appointment});
21. });
22. Vamos criar a página event.ejs que irá carregar o registro e um botão para finalizar a consulta.
23. <h1>Consulta: <%= appo.description %> </h1>
24. <hr>
25. <h4>Paciente: <%= appo.name %></h4>
26. <hr>
27. <h4>Email: <%= appo.email %> </h4>
28. <hr>
29. <h4>CPF: <%= appo.cpf %> </h4>
30. <hr>
31. <% if(!appo.finished){ %>
32. <button>Finalizar consulta</button>
33. <% } %>
34. **FINALIZANDO UMA CONSULTA**
35. Para a finalização de uma consulta, vamos criar um método no servisse AppointmentService, chamado appointmentFinished que receberá como parâmetro o id da consulta que será finalizada.
36. Neste método iremos utilizar o método ‘findByIdAndUpadate’ do mongo, para isso utilizaremos o model AppoModel, passando como parâmetros o id, o campo e o valor do campo que será alterado.
37. //classe para alterar o campo booleando de consulta finalizada
38. async appointmentFinished(*id*){
39. *var* msg;
40. try {
41. *var* result = await AppoModel.findByIdAndUpdate(*id*,{finished: true});
42. if(result){
43. console.log("Consulta finalizada");
44. msg = "Constulta finalizada";
45. return {status: true, msg: msg};
46. }else{
47. console.log("Consulta não encontrada");
48. msg = "Consulta não localizada";
49. return {status: false, msg: msg};
50. }
51. } catch (err) {
52. console.log("Erro ao finalizar consulta: "+ error);
53. return {status: false, msg: err};
54. }
55. }
56. Após isso vamos criar um formulário em volta do botão da página event.ejs, para podermos enviar para a rota ‘/finished’ o id da consulta que será finalizada.
57. <form  method="post" action="/finished">
58. <input type="hidden" name="id" value="<%= appo.\_id %>">
59. <button>Finalizar consulta</button>
60. </form>
61. Agora iremos criar a rota ‘/finished’ no arquivo index.js
62. Essa rota receberá o id no corpo da requisição, por isso criamos a variável id que receberá o id que foi passado no corpo da requisição.
63. Utilizamos então o AppointmentService que foi importado para a index.js e passamos para seu método appointmentFinished, que criamos anteriormente, o id da consulta que será finalizada, se der tudo certo a consulta será finalizada no banco de dados e o usuário será direcionado para página principal ‘index’ com o calendário já atualizado.
64. /rota para finalizar a consulta
65. app.post('/finished', async(*req*, *res*)*=>*{
66. *var* id = *req*.body.id;
67. *var* result = await AppointmentService.appointmentFinished(id);
68. *res*.redirect('/');
69. });
70. **LISTAGEM E BUSCA**
71. No arquivo index.js vamos criar uma rota chamada ‘/list’ que irá exibir todos os registros do método ‘GetAll’ do model AppointmentService.
72. Vamos renderizar uma view chamada list passando para ela o resultado da busca.
73. //rota para exibir dos os registros
74. app.get('/list',async (*req*,*res*)*=>*{
75. *var* appo = await AppointmentService.GetAll(true);
76. *res*.render('list',{appo});
77. })
78. **VIEW LIST**
79. Vamos criar uma nova view chamada list.ejs. nessa list view nos vamos criar um forEach com o ‘appo’ enviado pelo render. E neste forEach vamos listar cada item.
80. <h1>
81. Consultas:
82. </h1>
83. <hr>
84. <form method="post" action="">
85. <input type="search" name="search" id="search" placeholder="Digite o email ou CPF do paciente">
86. <button>Pesquisar</button>
87. </form>
88. <hr>
89. <% list.forEach(appo => { %>
90. <h3>Nome: <%= appo.name %></h4>
91. <h4>Descrição: <%= appo.description %></h4>
92. <h4>CPF: <%= appo.cpf %></h4>
93. <hr>
94. <% }); %>
95. **CRIANDO MÉTODO Search**
96. Vamos criar um método que realizará a busca no banco de dados utilizando o CPF ou o email do cliente, passados como parâmetro.
97. No arquivo AppointmentService vamos criar o método Serach que receberá um parâmetro que poderá ser o CPF ou o email de um paciente.
98. Iremos utilizar o método find().or(), onde dentro de or iremos informar as condições para a procura.
99. //metodo que irá localizar um registro através do cpf ou o email do usuário
100. async Search(*query*) {
101. try {
102. *var* result = await AppoModel.find().or([
103. {email: *query*},
104. {cpf: *query*}
105. ]);
106. if(result.length>0){
107. return result;
108. }else{
109. return {status: false, msg: "Paciente não localizado" };
110. }
111. } catch (err) {
112. return {status: false, msg: err};
113. }
114. }
115. **ROTA ‘/searchresult’**
116. Criamos a rota para carregar o resultado da busca na pagina list.
117. /rota para exibir a buscar por email ou cpf
118. app.get('/searchresult',async(*req*, *res*)*=>*{
119. *var* query = *req*.query.search;
120. *var* list = await AppointmentService.Search(query);
121. //res.json(search);
122. *res*.render('list',{list});
123. });
124. **NOTIFICAÇÃO DE CLIENTES COM SETINTERVAL**
125. Iremos implemtar uma maneira de notificar os clientes sobre a consulta, que ela está preste a acontecer.
126. No arquivo principal index.js vamos chamar o setInterval executando uma função a cada intervalo de tempo.
127. //setando um tempo para executar a consulta ao banco de dados
128. setInterval( async () *=>* {
129. console.log("Olá");
130. AppointmentService.sendNotification();
131. }, config.taskTime);
132. Iremos configurar uma consulta ao banco de dados para verificar se alguma consulta irá ocorrer na próxima hora.
133. Crie o arquivo config.js e configure uma variável de tempo para fazer as consultas ao banco de dados.
134. *module*.*exports* = {
135. //60000 corresponde a um minuto, para oter outro
136. //tempo basta multiplicar.
137. taskTime: (60000 \* 2)
138. }
139. C
140. Vamos alterar o model do banco de dados e criar um campo chamado notification que será true ou false, caso seja false, significa que o usuário ainda não foi notificado da consulta que irá ocorrer.
141. *onst* mongoose = require('mongoose');
142. *const* appointment = new mongoose.Schema({
143. name: *String*,
144. email: *String*,
145. cpf: *String*,
146. description: *String*,
147. date: *Date*,
148. time: *String*,
149. finished: *Boolean*,
150. notified: *Boolean*
151. });
152. module.exports = appointment;
153. vamos alterar também o AppointmentService incluindo o campo nofified ao método create.
154. async Create(*name*, *email*, *cpf*, *description*, *date*, *time*){
155. *var* newAppo = new AppoModel({
156. name: *name*,
157. email: *email*,
158. description: *description*,
159. cpf: *cpf*,
160. date: *date*,
161. time: *time*,
162. finished: false,
163. notified: false
164. });
165. Acesse o mongo e apaque todos os registros de testes.
166. **![](data:image/png;base64,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)**
167. No arquivo AppointmentFactory vamos adicionar mais um campo ao json appo.
168. *var* appo = {
169. id: *simpleAppointment*. \_id,
170. title: *simpleAppointment*.name + " - "+ *simpleAppointment*.description,
171. start: startDate,
172. end: startDate,
173. notified: *simpleAppointment*.notified
174. }

**METODO SendNotification**

1. No arquivo AppointmentService vamos criar um método chamado SendNotification neste método vamos criar a variável appos que receberá o resultado da busca do método GetAll. Iremos fazer um forEach. Dentro do forEach vamos criar uma variável date que irá receber a data de e hora da consulta. Vamos criar também uma variável chamada ‘hour’ que terá a quantidade de horas que antecede a consulta. Criamos também a variável ‘gap’ que será a diferença entre a data atual e a data da consulta, se esta diferença for menor ou igual à ‘hour’ será realizado a rotina de envio de email para o paciente.
2. //metodo para enviar a notificação ao paciente
3. async sendNotification(){
4. *var* appos = await this.GetAll(false);
5. *var* time = *Date*.now();
7. appos.forEach(*appo* *=>*{
8. //date recebe a data do banco de dados
9. *var* date = *appo*.start.getTime();
10. //corresponde ao tempo de antecedência para envio da notificação
11. *var* hour = 1000 \* 60 \* 60 \* 1;
12. //gap é diferença entre a data do sistema menos a data atual
13. *var* gap = date - *Date*.now();
14. if(gap <= hour){
15. console.log(*appo*.title);
16. console.log("Mand a not!");
17. }
18. });

**ENVIO DE EMAIL**

1. Primeiramente vamos configurar o envio de email utilizando o nodemailer.
2. Instale o nodemailer, digite npm install nodemailer –save,
3. Crie uma pasta config e dentro dela coloque o arquivo config.js. Neste arquivo configure o host, port, secure, user e pass que serão utilizados no arquivo de envio de email.
4. *odule*.*exports* = {
5. //60000 corresponde a um minuto, para oter outro
6. //tempo basta multiplicar.
7. taskTime: (3000 \* 10),
8. host: "smtp.gmail.com",
9. //TSL EXIGIDO
10. //port: 587,
11. //SSL EXIGIDO
12. port: 465,
13. secure: true,
14. user: "testdevclaudisnei@gmail.com",
15. //pass: "senha\_do\_email"
16. pass:"senha\_do\_email"
17. }
18. crie outro arquivo chamado email.js
19. No arquivo email.js importe o nodemailer.
20. Importe também as configurações do arquivo config.js
21. Crie uma variável transporter que irá utilizar o método createTransport do nodemailer e configure as informações de onde o email será enviado, como host, port, secure, user, pass.
22. Utilize o método sendMail do transporter para preencher os dados do email que será enviado como, from, to, subject, text e html
23. Esse método é uma promisse então configure uma mensagem e um err.
24. *const* nodemailer = require('nodemailer');
25. //importando configuraçãoes
26. *const* config = require('./config');
27. //criando um transporting
28. *let* transporter = nodemailer.createTransport({
29. host: config.host,
30. port: config.port,
31. secure: config.secure,
32. auth:{
33. user: config.user,
34. pass: config.pass
35. }
36. });
37. //criando as configurações do email que será utilizado
38. transporter.sendMail({
39. from: "Claudisnei <testdevclaudisnei@gmail.com>",
40. to: "claudisneibello@gmail.com",
41. subject: "Oi estou configurando o envio de email 2",
42. text:"Esta é a mensagem que iremos passar no email para o usuário",
43. html:"Olá eu sou Claudisnei estou aprendendendo o <a href='https://guiadoprogramador.com'>nodemaile</a> é muito legal"
44. }).then(*message* *=>*{
45. console.log(*message*);
46. }).catch(*err* *=>*{
47. console.log(*err*);
48. })
49. **MAILTRAP**
50. Iremos utilizar os serviços do mailtrap para simular o recebimento dos e-mails enviados, desta forma poderemos ver se os email estão sendo recebidos pelo usuário.
51. Vá no site https://mailtrap.io
52. Crie uma conta, entre no My Inbox, verifique as configurações de SMTP Settings e copie os parâmetros de configuração host, port, user e pass para configurarmos o arquivo config.js com estes parâmetros.
53. Após preencher as configurações de config, vamos configurar o método sendNotification do arquivo AppointmentService.
54. //metodo para enviar a notificação ao paciente
55. async sendNotification(){
56. *var* appos = await this.GetAll(false);
57. // var time = Date.now();
58. //criação da configuração do nodemailer para envio de email
59. *var* transporter = mailer.createTransport({
60. host: config.host,
61. port: config.port,
62. auth:{
63. user: config.user,
64. pass: config.pass
65. }
66. });
67. appos.forEach(async *appo* *=>*{
68. //date recebe a data do banco de dados
69. *var* date = *appo*.start.getTime();
70. //corresponde ao tempo de antecedência para envio da notificação
71. *var* hour = 1000 \* 60 \* 60 \* 1;
72. //gap é diferença entre a data do sistema menos a data atual
73. *var* gap = date - *Date*.now();
74. if(gap <= hour){
75. //console.log(appo.title);
76. //console.log("Mand a not!");
77. //iremos verificar se o paciente já foi notificado
78. if(!*appo*.notified){
80. await AppoModel.findByIdAndUpdate(*appo*.id, {notified: true});
81. //envio de email
82. transporter.sendMail({
83. from:"Claudisnei <testdevclaudisnei@gmail.com",
84. to: *appo*.email,
85. subject: "Alerta do horário da consulta",
86. text: "A sua consulta está marcada e irá acontecer em 1h"
87. }).then(()*=>*{
88. console.log("Email enviado para " + *appo*.email);
89. }).catch(*err=>*{
90. console.log(*err*);
91. })
92. }
93. }
94. });
95. //console.log(time);
96. //   console.log(appos);
97. }